**In this video we will discuss**

* Why is versioning required in Web API
* Different options available to version Web API services
* How to version a Web API service using URI's

**Why is versioning required in Web API?**

* Once a Web API service is made public, different client applications start using your Web API services.
* As the business grows and requirements change, we may have to change the services as well, but the changes to the services should be done in way that does not break any existing client applications.
* This is when Web API versioning helps. We keep the existing services as is, so we are not breaking the existing client applications, and develop a new version of the service that new client applications can start using.

**Different options available to version Web API services :** Versioning can be implemented using  
1. URI's  
2. Query String  
3. Version Header  
4. Accept Header  
5. Media Type   
  
**How to version a Web API service using URI's :** In this video we will discuss versioning using URI's. In our upcoming videos we will discuss the rest of the versioning options. Let us understand versioning using URI's with an example.   
  
Version 1 of Student class (StudentV1) has just 2 properties (Id & Name). 

public class StudentV1

{

    public int Id { get; set; }

    public string Name { get; set; }

}

Consider the following StudentsV1Controller : This is our Version 1 controller.

public class StudentsV1Controller : ApiController

{

    List<StudentV1> students = new List<StudentV1>()

    {

        new StudentV1() { Id = 1, Name = "Tom"},

        new StudentV1() { Id = 2, Name = "Sam"},

        new StudentV1() { Id = 3, Name = "John"},

    };

    public IEnumerable<StudentV1> Get()

    {

        return students;

    }

    public StudentV1 Get(int id)

    {

        return students.FirstOrDefault(s => s.Id == id);

    }

}

In **WebApiConfig.cs** file we have the following route.

config.Routes.MapHttpRoute(

    name: "Version1",

    routeTemplate: "api/v1/Students/{id}",

    defaults: new { id = RouteParameter.Optional, controller = "StudentsV1" }

);

Clients of our Version1 service can use the following URLs to get either the list of all students or a specific student by Id. At the moment, the student objects the service return has Id and Name properties.   
![web api 2 versioning url](data:image/png;base64,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)   
  
Now let's say the business requirements have changed and some new clients want want FirstName and LastName properties instead of Name. If we change the existing Version 1 service, it will break all the existing client applications. So there is a need to create Version 2 of the service which the new client applications can use.   
  
All the existing client application will continue to work the same way as before and they have 2 options now. If they do not want to make changes to their application they can continue to use our version 1 of the service or they can use version 2 by modifying their application code. The important point is with versioning we are not breaking the existing clients and at the same time we are also satisfying the new client requirements.  
  
**Here are the steps to create Version 2 of our service**  
  
**Step 1 :**Add a class file in the Models folder. Name it StudentV2. Copy and paste the following code. Notice, instead of Name we have FirstName and LastName properties.

public class StudentV2

{

    public int Id { get; set; }

    public string FirstName { get; set; }

    public string LastName { get; set; }

}

**Step 2 :** Add a new Web API 2 empty controller to the controllers folder. Name it "StudentsV2Controller". Copy and paste the following code. Notice "StudentsV2Controller" returns "StudentsV2" object that has FirstName and LastName instead of Name property. 

public class StudentsV2Controller : ApiController

{

    List<StudentV2> students = new List<StudentV2>()

    {

        new StudentV2() { Id = 1, FirstName = "Tom", LastName = "T"},

        new StudentV2() { Id = 2, FirstName = "Sam", LastName = "S"},

        new StudentV2() { Id = 3, FirstName = "John", LastName = "J"}

    };

    public IEnumerable<StudentV2> Get()

    {

        return students;

    }

    public StudentV2 Get(int id)

    {

        return students.FirstOrDefault(s => s.Id == id);

    }

}

**Step 3 :** Include the following route in WebApiConfig.cs file.  

config.Routes.MapHttpRoute(

    name: "Version2",

    routeTemplate: "api/v2/Students/{id}",

    defaults: new { id = RouteParameter.Optional, controller = "StudentsV2" }

);

So at the moment in WebApiConfig.cs file we have 2 routes as shown below. Notice the route template, for each of the routes. As you might have guessed   
Version 1 clients use "/api/v1/Students/{id}" route and  
Version 2 clients use "/api/v2/Students/{id}" route 

config.Routes.MapHttpRoute(

    name: "Version1",

    routeTemplate: "api/v1/Students/{id}",

    defaults: new { id = RouteParameter.Optional, controller = "StudentsV1" }

);

config.Routes.MapHttpRoute(

    name: "Version2",

    routeTemplate: "api/v2/Students/{id}",

    defaults: new { id = RouteParameter.Optional, controller = "StudentsV2" }

);

So at this point we have versioning in place and if we navigate to   
/api/v1/students - We get students with Id and Name properties  
/api/v2/students - We get students with Id, FirstName and LastName properties  
  
At the moment we are using **convention-based routing** to implement versioning. We can also use Attribute Routing instead of convention-based routing to implement versioning. Use the [Route] attribute on methods in StudentsV1Controller and StudentsV2Controller as shown below.

public class StudentsV1Controller : ApiController

{

    [Route("api/v1/students")]

    public IEnumerable<StudentV1> Get() {...}

    [Route("api/v1/students/{id}")]

    public StudentV1 Get(int id) {...}

}

public class StudentsV2Controller : ApiController

{

    [Route("api/v2/students")]

    public IEnumerable<StudentV2> Get() {...}

    [Route("api/v2/students/{id}")]

    public StudentV2 Get(int id) {...}

}

Since we are using Attribute Routing we can safely comment the following 2 route templates in WebApiConfig.cs file

//config.Routes.MapHttpRoute(

//    name: "Version1",

//    routeTemplate: "api/v1/Students/{id}",

//    defaults: new { id = RouteParameter.Optional, controller = "StudentsV1" }

//);

//config.Routes.MapHttpRoute(

//    name: "Version2",

//    routeTemplate: "api/v2/Students/{id}",

//    defaults: new { id = RouteParameter.Optional, controller = "StudentsV2" }

//);

At this point, build the solution and test the application. It should work exactly the same way as before.